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**Write a C program to implement the following operations on Singly Linked List.**

1. **Insert a node in the beginning of a list.**
2. **Insert a node after P**
3. **Insert a node at the end of a list**
4. **Find an element in a list**
5. **FindNext**
6. **FindPrevious**
7. **isLast**
8. **isEmpty**
9. **Delete a node in the beginning of a list.**
10. **Delete a node after P**
11. **Delete a node at the end of a list**
12. **Delete the List**

**Algorithm:**

**STEP 1: start**

**STEP 1**Define a structure to represent a node in the linked list. Each node should contain a data field to hold the value and a pointer field to point to the next node.

**STEP 1**Write a function to create a new node with a given data value. This function should allocate memory for the node, set its data field, and initialize its next pointer to NULL.

**STEP 1**Write a function to insert a new node at the beginning of the linked list. This function should take the address of the head pointer and the data value to be inserted. It should create a new node, set its next pointer to the current head, and update the head pointer to point to the new node.

**STEP 1**Write a function to insert a new node at the end of the linked list. This function should traverse the list until it reaches the last node, then create a new node with the given data value and add it after the last node.

**STEP 1**: Write a function to delete a node with a given data value from the linked list. This function should handle cases where the node to be deleted is the first node, an intermediate node, or the last node in the list.

**STEP 1**: Write a function to search for a given data value in the linked list. This function should traverse the list, comparing each node's data value with the target value until it finds a match or reaches the end of the list.

**STEP 1**Write a function to traverse the entire linked list and print its elements. This function should start from the head node and iterate through each node, printing its data value until it reaches the end of the list.

**STEP 1:stop**

Program:

#include <stdio.h>

#include<malloc.h>

void createfnode(int ele);

void insertfront(int ele);

void insertend(int ele);

void display();

//type declaration of a node

struct node

{

    int data;

    struct node\* next;

};

struct node\* head = NULL;

struct node \*newnode;

void insertfront(int ele)

 {

 newnode=(struct node\*)malloc(sizeof(struct node));

 if(newnode!=NULL)

 { newnode->data=ele;

     if(head!=NULL)

     {

        newnode->next=head;

        head=newnode;

     }

     else

     {

         newnode->next=NULL;

         head=newnode;

     }

  }

  }

   void insertend(int ele)

  {

    newnode=(struct node\*)malloc(sizeof(struct node));

    if(newnode!=NULL)

    {

        newnode->data=ele;

        newnode->next=NULL;

     if(head!=NULL)

     {

         struct node \*t;

         t=head;

         while(t->next!=NULL)

         {

             t=t->next;

         }

        newnode->next=NULL;

        t->next=newnode;

     }

     else

     {

         head=newnode;

     }

  }

  }

  int listsize()

  {

      int c=0;

      struct node \*t;

      t=head;

      while(t!=NULL)

      {

          c=c+1;

          t=t->next;

      }

      printf("\n The size of the list is %d:\n",c);

      return c;

  }

  void insertpos(int ele,int pos)

  {

     int ls=0;

     ls=listsize();

     if(head == NULL && (pos <= 0 || pos > 1))

    {

        printf("\nInvalid position to insert a node\n");

        return;

    }

    if(head != NULL && (pos <= 0 || pos > ls))

    {

        printf("\nInvalid position to insert a node\n");

        return;

    }

     struct node\* newnode = NULL;

   newnode=(struct node\*)malloc(sizeof(struct node));

    if(newnode != NULL)

    {

        newnode->data=ele;

        struct node\* temp = head;

        int count = 1;

        while(count < pos-1)

        {

            temp = temp -> next;

            count += 1;

        }

        if(pos == 1)

        {

            newnode->next = head;

            head = newnode;

        }

        else

        {

            newnode->next = temp->next;

            temp->next = newnode;

        }

    }

}

void findnext(int s)

{

    struct node \*temp;

    temp=head;

    if(temp==NULL&&temp->next==NULL)

    {

        printf("No next element ");

    }

    else

    {

        while(temp->data!=s)

        {

            temp=temp->next;

        }

                printf("\nNext Element of %d is %d\n",s,temp->next->data);

    }

}

void findprev(int s)

{

    struct node \*temp;

    temp=head;

    if(temp==NULL)

    {

        printf("List is empty ");

    }

    else

    {

        while(temp->next->data!=s)

        {

            temp=temp->next;

          }

          printf("\n The previous ele of %d is %d\n",s,temp->data);

    }

}

void find(int s)

{

    struct node \*temp;

    temp=head;

    if(head==NULL)

    {

        printf("\n List is empty");

    }

    else

    {

            while(temp->data!=s && temp->next!=NULL)

            {

                temp=temp->next;

            }

            if(temp!=NULL && temp->data==s)

            {

      printf("\n Searching ele %d is present in the addr of %p",temp->data,temp);

    }

    else

    {

        printf("\n Searching elem %d is not present",s);

    }

}

}

void isempty()

{

    if(head==NULL)

    {

        printf("\nList is empty\n");

    }

    else

    {

        printf("\nList is not empty\n");

    }

}

void deleteAtBeginning()

{

    struct node \*t;

      t=head;

      head=t->next;

}

void deleteAtEnd()

{

    struct node \*temp;

    temp=head;

    if(head==NULL)

    {

        printf("\n List is empty");

    }

    else

    {

            while(temp->next->next!=NULL)

            {

                temp=temp->next;

            }

           temp->next=NULL;

    }

}

  void display()

  {

      struct node \*t;

      t=head;

      while(t!=NULL)

      {

          printf("%d\t",t->data);

          t=t->next;

      }

  }

  void delete(int ele)

{

    struct node \*t;

    t=head;

    if(t->data==ele)

    {

        head=t->next;

    }

    else

    {

    while(t->next->data!=ele)

    {

        t=t->next;

    }

    t->next=t->next->next;

 }

}

int main()

{

    do

    {

    int ch,a,pos;

    printf("\n Choose any one operation that you would like to perform\n");

    printf("\n 1.Insert the element at the beginning");

    printf("\n 2.Insert the element at the end");

    printf("\n 3. To insert at the specified position");

    printf("\n 4. To view list");

    printf("\n 5.To view list size");

    printf("\n 6.To delete first element");

    printf("\n 7.To delete last element");

    printf("\n 8.To find next element");

    printf("\n 9. To find previous element");

    printf("\n 10. To find search for an element");

    printf("\n 11. To quit");

    printf("\n Enter your choice\n");

    scanf("%d",&ch);

        switch(ch)

        {

        case 1:

        printf("\n Insert an element to be inserted at the beginning\n");

        scanf("%d",&a);

        insertfront(a);

        break;

        case 2:

         printf("\n Insert an element to be inserted at the End\n");

        scanf("%d",&a);

        insertend(a);

        break;

        case 3:

         printf("\n Insert an element and the position to insert in the list\n");

        scanf("%d%d",&a,&pos);

        insertpos(a,pos);

        break;

        case 4:

        display();

        break;

        case 5:

        listsize();

        break;

        case 6:

        printf("\n Delete an element to be in the beginning\n");

        deleteAtBeginning();

        break;

        case 7:

        printf("\n Delete an element to be at the end\n");

        deleteAtEnd();

        break;

        case  8:

        printf("\n enter the element to which you need to find next ele in the list\n");;

        scanf("%d",&a);

        findnext(a);

        break;

        case 9:

        printf("\n enter the element to which you need to find prev ele in the list\n");;

        scanf("%d",&a);

        findprev(a);

        break;

        case 10:

        printf("\n enter the element to find the address of it\n");;

        scanf("%d",&a);

        find(a);

        break;

        case 11:

        printf("Ended");

           exit(0);

        default:

        printf("Invalid option is chosen so the process is quit");

        }

    }while(1);

 return 0;

}

OUTPUT
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|  |  |  |
| --- | --- | --- |
| **Ex. No.:2** | **Implementation of Doubly Linked List** | **Date:06/03/2024** |

**Write a C program to implement the following operations on Doubly Linked List.**

1. **Insertion**
2. **Deletion**
3. **Search**
4. **Display**

**Algorithm:**

**Step1:start**

**Step 2:**Specify the structure of a list node.

Step 3 :Declare a variable to maintain track of the list's head node.

Step 4:Create a new node by implementing a function.

Step5:Create a function to add a new node to the list.

Step6:Create a function to remove a node from the list.

Step7:stop

Program:

#include<stdio.h>  
#include<stdlib.h>  
struct node  
{  
        struct node \*prev;  
        int data;  
        struct node \*next;  
};  
struct node \*createnode(int data)  
{  
        struct node \*newnode=malloc(sizeof(struct node));  
        newnode->prev=NULL;  
        newnode->data=data;  
        newnode->next=NULL;  
        return newnode;  
}  
struct node \*addToBeginning(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head!=NULL)  
        {  
                head->prev=head;  
        }  
        newnode->next=head;  
        return newnode;  
}  
struct node \*addToEnd(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head==NULL)  
        {  
                return newnode;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        temp->next=newnode;  
        newnode->prev=temp;  
        return head;  
}  
struct node \*addToMiddle(struct node \*head,int pos,int data)  
{  
        if(head==NULL||pos<=0)  
        {  
                printf("Invalid position\n");  
                return head;  
        }  
        struct node \*newnode=createnode(data);  
        struct node \*temp=head;  
        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        newnode->next=temp->next;  
        newnode->prev=temp;  
        if(temp->next!=NULL)  
        {  
                temp->next->prev=newnode;  
        }

 temp->next=newnode;  
        return head;  
}  
struct node \*deleteFromBeginning(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        head=head->next;  
        if(head!=NULL)  
        {  
                head->prev=NULL;  
        }  
        free(temp);  
        return head;  
}  
struct node \*deleteFromEnd(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        if(temp->prev!=NULL)  
        {  
                temp->prev->next=NULL;  
        }  
        free(temp);  
        return head;  
}  
struct node \*deleteFromMiddle(struct node \*head,int pos)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        if(temp==head)  
        {  
                head=deleteFromBeginning(head);  
        }  
        else if(temp->next==NULL)  
        {  
                head=deleteFromEnd(head);  
        }  
        else

 {  
                temp->prev->next=temp->next;  
                temp->next->prev=temp->prev;  
                free(temp);  
        }  
        return head;  
}  
void printList(struct node \*head)  
{  
        struct node \*temp=head;  
        while(temp!=NULL)  
        {  
                printf("%d",temp->data);  
                temp=temp->next;  
        }  
        printf("NULL\n");  
}  
struct node \*findElement(struct node \*head,int key)  
{  
        struct node \*current=head;  
        while(current!=NULL)  
        {  
                if(current!=NULL)  
                {  
                        printf("Element %d found in the list\n",key);  
                        return current;  
                }  
                current=current->next;  
        }  
        printf("Element not found");  
        return NULL;  
}  
int main()  
{  
        struct node \*head=NULL;  
        int choice,data,pos;  
        printf("\n1.Add to beginning");  
        printf("\n2.Add to end");  
        printf("\n3.Add to middle");  
        printf("\n4.Delete from beginning");  
        printf("\n5.Delete from end");  
        printf("\n6.Delete from middle");  
        printf("\n7.Search element");  
        printf("\n8.Dispaly");  
        printf("\n9.Exit");  
        while(1)  
        {  
                printf("\nEnter your choice: ");  
                scanf("%d",&choice);  
                switch(choice)  
                {  
                        case 1:  
                                {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToBeginning(head,data);  
                                break;  
                                }  
                        case 2:  
                                {

 {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToEnd(head,data);  
                                break;  
                                }  
                        case 3:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                printf("\nEnter data: ");  
                                scanf("%d",&data);  
                                head=addToMiddle(head,pos,data);  
                                break;  
                                }  
                        case 4:  
                                {  
                                head=deleteFromBeginning(head);  
                                break;  
                                }  
                        case 5:  
                                {  
                                head=deleteFromEnd(head);  
                                break;  
                                }  
                        case 6:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                head=deleteFromMiddle(head,pos);  
                                break;  
                                }  
                        case 7:  
                                {  
                                printf("Enter element: ");  
                                scanf("%d",&data);  
                                head=findElement(head,data);  
                                break;  
                                }  
                        case 8:  
                                {  
                                printf("List:");  
                                printList(head);  
                                break;  
                                }  
                        case 9:  
                                {  
                                exit(0);  
                                }  
                        default:  
                                {  
                                printf("Invalid choice\n");  
                                }  
                }  
                return 0;  
        }  
}

Output
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|  |  |  |
| --- | --- | --- |
| **Ex. No.:3** | **Polynomial Manipulation** | **Date:13/03/2024** |

**Write a C program to implement the following operations on Singly Linked List.**

1. **Polynomial Addition**
2. **Polynomial Subtraction**
3. **Polynomial Multiplication**

ALGORITHM:

Step1:start

Step 2:Create a Node structure with:int coeff (coefficient)int pow (power/exponent)struct Node\* next (pointer to the next node)

step 3:Create a Polynomial structure with: Node\* head (pointer to the first node)

step 4:Define a function Node\* createNode(int coeff, int pow):Allocate memory for a new node using malloc.Set the coeff and pow fields.Initialize the next pointer to NULL.return the new node.

Step 5:Define a function void insertNode(Polynomial\* poly, int coeff, int pow):Create a new node using createNode.If the polynomial is empty or the new node's power is greater than the head's power:Set the new node's next pointer to the current head.Update the head to the new node.Otherwise, traverse the list to find the correct position:nsert the new node maintaining the order of powers.

Step 6:Define a function Polynomial addPolynomials(Polynomial\* poly1, Polynomial\* poly2):Initialize a result polynomial.Use two pointers to traverse both input polynomials.

Step7:While traversing both lists:If powers are equal, add coefficients and insert the sum into the result polynomial.If one power is greater, insert the corresponding node into the result polynomial and move the pointer.Append remaining nodes from the non-exhausted polynomial.

Step8:Define a function Polynomial multiplyPolynomials(Polynomial\* poly1, Polynomial\* poly2):Initialize a result polynomial.For each term in the first polynomial, multiply by each term in the second polynomial.Insert the product term into the result polynomial:combine like terms (terms with the same power).

Step9:Define a function void printPolynomial(Polynomial\* poly):Initialize a pointer to the head of the polynomial.Traverse the list:rint each term in the format coeff\*x^pow.Move to the next node.

Step10:stop

PROGRAM:

**Polynomial Addition**

#include <stdio.h>

#include <stdlib.h>

struct node

{

int coeff;

int pow;

struct node \*Next;

};

 struct node \*Poly1,\*Poly2,\*Result;

void Create(struct node \*List);

void Display(struct node \*List);

void Addition(struct node \*Poly1,struct node \*Poly2,struct node \*Result);

int main()

{

Poly1=(struct node\*)malloc(sizeof(struct node));

Poly2=(struct node\*)malloc(sizeof(struct node));

Result=(struct node\*)malloc(sizeof(struct node));

Poly1->Next = NULL;

Poly2->Next = NULL;

printf("Enter the values for first polynomial :\n");

Create(Poly1);

printf("The polynomial equation is : ");

Display(Poly1);

printf("\nEnter the values for second polynomial :\n");

Create(Poly2);

printf("The polynomial equation is : ");

Display(Poly2);

Addition(Poly1, Poly2, Result);

printf("\nThe polynomial equation addition result is : ");

Display(Result);

return 0;

}

void Create(struct node \*List)

{

int choice;

struct node \*Position, \*NewNode;

Position = List;

do

{

NewNode = malloc(sizeof(struct node));

printf("Enter the coefficient : ");

scanf("%d", &NewNode->coeff);

printf("Enter the power : ");

scanf("%d", &NewNode->pow);

NewNode->Next = NULL;

Position->Next = NewNode;

Position = NewNode;

printf("Enter 1 to continue : ");

scanf("%d", &choice);

} while(choice == 1);

}

void Display(struct node \*List)

{

struct node \*Position;

Position = List->Next;

while(Position != NULL)

{

printf("%dx^%d", Position->coeff, Position->pow);

Position = Position->Next;

if(Position != NULL && Position->coeff > 0)

{

printf("+");

}

}

}

void Addition(struct node \*Poly1, struct node \*Poly2, struct node \*Result)

{

struct node \*Position;

struct node \*NewNode;

Poly1 = Poly1->Next;

Poly2 = Poly2->Next;

Result->Next = NULL;

Position = Result;

while(Poly1 != NULL && Poly2 != NULL)

{

NewNode = malloc(sizeof(struct node));

if(Poly1->pow == Poly2->pow)

{

NewNode->coeff = Poly1->coeff + Poly2->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

Poly2 = Poly2->Next;

}

else if(Poly1->pow > Poly2->pow)

{

NewNode->coeff = Poly1->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

}

else if(Poly1->pow < Poly2->pow)

{

NewNode->coeff = Poly2->coeff;

NewNode->pow = Poly2->pow;

Poly2 = Poly2->Next;

}

NewNode->Next = NULL;

Position->Next = NewNode;

Position = NewNode;

}

while(Poly1 != NULL || Poly2 != NULL)

{

NewNode = malloc(sizeof(struct node));

if(Poly1 != NULL)

{

NewNode->coeff = Poly1->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

}

if(Poly2 != NULL)

{

NewNode->coeff = Poly2->coeff;

NewNode->pow = Poly2->pow;

Poly2 = Poly2->Next;

}

NewNode->Next = NULL;

Position->Next = NewNode;

Position = NewNode;

}

}

**Program 2:**

#include<stdio.h>

#include<stdlib.h>

struct node

{

    int coeff;

    int expo;

    struct node \*next;

};

struct node\* insert(struct node \*head,int co,int exp)

{

    struct node \*temp;

    struct node \*newnode=malloc(sizeof(struct node));

    newnode->coeff=co;

    newnode->expo=exp;

    newnode->next=NULL;

    if(head==NULL || exp>head->expo)

    {

        newnode->next=head;

        head=newnode;

    }

    else

    {

        temp=head;

        while(temp->next!=NULL &&temp->next->expo>=exp)

            temp=temp->next;

        newnode->next=temp->next;

        temp->next=newnode;

    }

    return head;

}

struct node\* create(struct node \*head)

{

    int n,i;

    int coeff;

    int expo;

    printf("Enter the no of terms:");

    scanf("%d",&n);

    for(i=0;i<n;i++)

    {

        printf("Enter the coeefficient for term %d:",i+1);

        scanf("%d",&coeff);

        printf("Enter the exponent for term %d:",i+1);

        scanf("%d",&expo);

        head=insert(head,coeff,expo);

    }

    return head;

}

    void print(struct node\* head)

    {

        if(head==NULL)

            printf("No Polynomial");

        else

        {

            struct node \*temp=head;

            while(temp!=NULL)

            {

                printf("%dx^%d",temp->coeff,temp->expo);

                temp=temp->next;

                if(temp!=NULL)

                    printf("+");

                else

                    printf("\n");

            }

        }

    }

    void polyAdd(struct node \*head1, struct node \*head2)

    {

        struct node \*ptr1=head1;

        struct node \*ptr2=head2;

        struct node \*head3=NULL;

        while(ptr1!=NULL && ptr2!=NULL)

        {

            if(ptr1->expo == ptr2->expo)

            {

            head3=insert(head3,ptr1->coeff+ptr2->coeff,ptr1->expo);

                ptr1=ptr1->next;

                ptr2=ptr2->next;

            }

            else if(ptr1->expo > ptr2->expo)

            {

                head3=insert(head3,ptr1->coeff,ptr1->expo);

                ptr1=ptr1->next;

            }

            else if(ptr1->expo < ptr2->expo)

            {

                head3=insert(head3,ptr2->coeff,ptr2->expo);

                ptr2=ptr2->next;

            }

        }

        while(ptr1!=NULL)

        {

            head3=insert(head3,ptr1->coeff,ptr1->expo);

            ptr1=ptr1->next;

        }

        while(ptr2!=NULL)

        {

            head3=insert(head3,ptr2->coeff,ptr2->expo);

            ptr2=ptr2->next;

        }

       printf("Added Polynomial is: ") ;

       print(head3);

    }

    int main()

    {

        struct node \*head1=NULL;

        struct node \*head2=NULL;

        printf("Enter first polynomial\n");

        head1=create(head1);

        printf("Enter second polynomial\n");

        head2=create(head2);

        polyAdd(head1,head2);

        return 0;

    }

OUTPUT
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**Write a C program to implement a stack using Array and linked List implementation and execute the following operation on stack.**

1. **Push an element into a stack**
2. **Pop an element from a stack**
3. **Return the Top most element from  a stack**
4. **Display the elements in a stack**

**Algorithm:**

Step 1: Start the program.

Step 2: For Push operation, check for stack overflow

Step 3: If Top>=N then print stack overflow else increment Top and insert the

            element.

Step 4: For Pop operation, check for underflow of the stack.

Step 5: If Top=0 then print stack underflow else decrement Top and delete the

           element

Step 6: Stop the program.

PROGRAM:

#include <stdio.h>

#include <stdlib.h>

struct Node

{

int Data;

struct Node \*next;

}\*top;

void popStack()

{

struct Node \*temp, \*var=top;

if(var==top)

{

top = top->next;

free(var);

}

else

printf("\nStack Empty");

}

void push(int value)

{

struct Node \*temp;

temp=(struct Node \*)malloc(sizeof(struct Node));

temp->Data=value;

if (top == NULL)

{

top=temp;

top->next=NULL;

}

else

{

temp->next=top;

top=temp;

}

}

void display()

{

struct Node \*var=top;

if(var!=NULL)

{

printf("\nElements are as:\n");

while(var!=NULL)

{

printf("\t%d\n",var->Data);

var=var->next;

}

printf("\n");

}

else

printf("\nStack is Empty");

}

int main()

{

int i=0;

top=NULL;

clrscr();

printf(" \n1. Push to stack");

printf(" \n2. Pop from Stack");

printf(" \n3. Display data of Stack");

printf(" \n4. Exit\n");

while(1)

{

printf(" \nChoose Option: ");

scanf("%d",&i);

switch(i)

{

case 1:

{

int value;

printf("\nEnter a value to push into Stack: ");

scanf("%d",&value);

push(value);

break;

}

case 2:

{

popStack();

printf("\n The last element is popped");

break;

}

case 3:

{

display();

break;

}

case 4:

{

struct Node \*temp;

while(top!=NULL)

{

temp = top->next;

free(top);

top=temp;

}

exit(0);

}

default:

{

printf("\nwrong choice for operation");

}}}}

Implementation of Stack using Array

#include<stdio.h>

int stack[100],choice,n,top,x,i;

void push(void);

void pop(void);

void display(void);

int main()

{

    top=-1;

    printf("\n Enter the size of STACK[MAX=100]:");

    scanf("%d",&n);

    printf("\n\t STACK OPERATIONS USING ARRAY");

    printf("\n\t--------------------------------");

    printf("\n\t 1.PUSH\n\t 2.POP\n\t 3.DISPLAY\n\t 4.EXIT");

    do

    {

        printf("\n Enter the Choice:");

        scanf("%d",&choice);

        switch(choice)

        {

            case 1:

            {

                push();

                break;

            }

            case 2:

            {

                pop();

                break;

            }

            case 3:

            {

                display();

                break;

            }

            case 4:

            {

                printf("\n\t EXIT POINT ");

                break;

            }

            default:

            {

                printf ("\n\t Please Enter a Valid Choice(1/2/3/4)");

            }

        }

    }

    while(choice!=4);

    return 0;

}

void push()

{

    if(top>=n-1)

    {

        printf("\n\tSTACK is over flow");

    }

    else

    {

        printf(" Enter a value to be pushed:");

        scanf("%d",&x);

        top++;

        stack[top]=x;

    }

}

void pop()

{

    if(top<=-1)

    {

        printf("\n\t Stack is under flow");

    }

    else

    {

        printf("\n\t The popped elements is %d",stack[top]);

        top--;

    }

}

void display()

{

    if(top>=0)

    {

        printf("\n The elements in STACK \n");

        for(i=top; i>=0; i--)

            printf("\n%d",stack[i]);

        printf("\n Press Next Choice");

    }

    else

    {

        printf("\n The STACK is empty");

    }

}

OUTPUT
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|  |  |  |
| --- | --- | --- |
| Ex. No.:5 | **Infix to Postfix Conversion** | Date:27/03/2024 |

**Write a C program to perform infix to postfix conversion using stack.**

**Algorithm:**

Step 1: Start the program.

Step 2: Get the infix expression as input.

Step 3: Read the input from left to right.

 Step 4: If the input is operand then place it in the postfix expression.

Step 5: Else if the input symbol is an operator then check for the operator type and

also the precedence, pop entries from the stack and place them in the

postfix expression until the lowest priority operator is encountered.

Step 6: ‘(‘symbol will be popped from stack only when we get a ‘)’ symbol.

Step 7: When the input is completely read then pop the elements in stack until it

becomes empty.

 Step 8: Display the postfix expression.

Step 9: Stop the program.

PROGRAM:

#include<stdio.h>

#include<conio.h>

#include<alloc.h>

int top=0,st[20];

char inf[40],post[40];

void postfix();

void push(int);

char pop();

void main()

{

clrscr();

printf("Enter the infix expression:");

scanf("%s",inf);

postfix();

getch();

}

void postfix()

{int i,j=0;

for(i=0;inf[i]!=0;i++)

{switch(inf[i])

{

case '+':while(st[top]>=1)

post[j++]=pop();

push(1);

break;

case '-':while(st[top]>=1)

post[j++]=pop();

push(2);

break;

case '\*':while(st[top]>=3)

post[j++]=pop();

push(3);

break;

case '/':while(st[top]>=4)

post[j++]=pop();

push(4);

break;

case '^':

post[j++]=pop();

push(5);

break;

case '(':push(0);

break;

case ')':while(st[top]!=0)

post[j++]=pop();

top--;

break;

default:

post[j++]=inf[i];

}}

while(top>0)

post[j++]=pop();

printf("\nPostfix expression is =>\n\t\t%s",post);

}void push(int ele)

{

top++;

st[top]=ele;

}char pop()

{int el;

char e;

el=st[top];

top--;

switch(el)

{case 1:

e='+';

break;

case 2:

e='-';

break;

case 3:

e='\*';

break;

case 4:

e='/';

break;

case 5:

e='^';

break;

}return(e);

}

OUTPUT
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|  |  |  |
| --- | --- | --- |
| Ex. No.:6 | **Evaluating Arithmetic Expression** | Date:03/04/2024 |

**Write a C program to evaluate Arithmetic expression using stack.**

**Algorithm:**

Step 1: Start the program.

Step 2: Read the postfix expression from left to right

Step 3: If the symbol read is an operand then push it onto the stack

Step 4: If the operator is read POP two operands and perform arithmetic

operations if operator is

+ then result=operand 1 + operand 2

- then result=operand 1 - operand 2

\* then result=operand 1 \* operand 2

/ then result=operand 1 / operand 2

Step 5: Push the result onto the stack

Step 6: Repeat steps 2-5 till the postfix expression is not over

Step 7: Stop the program.

PROGRAM:

#include <stdio.h>

#include <string.h>

int top = -1;

int stack[100];

void push (int data) {

stack[++top] = data;

}

int pop () {

int data;

if (top == -1)

return -1;

data = stack[top];

stack[top] = 0;

top--;

return (data);

}

int main()

 {

char str[100];

int i, data = -1, operand1, operand2, result;

printf("Enter ur postfix expression:");

fgets(str, 100, stdin);

for (i = 0; i < strlen(str); i++)

 {

if (isdigit(str[i]))

{

data = (data == -1) ? 0 : data;

data = (data \* 10) + (str[i] - 48);

continue;

}

if (data != -1)

 {

push(data);

}

if (str[i] == '+' || str[i] == '-'|| str[i] == '\*' || str[i] == '/')

{

operand2 = pop();

operand1 = pop();

if (operand1 == -1 || operand2 == -1)

break;

switch (str[i])

{

case '+':

result = operand1 + operand2;

push(result);

break;

case '-':

result = operand1 - operand2;

push(result);

break;

case '\*':

result = operand1 \* operand2;

push(result);

break;

case '/':

result = operand1 / operand2;

push(result);

break;

}

}

data = -1;

}

if (top == 0)

printf("The answer is:%d\n", stack[top]);

else

printf("u have given wrong postfix expression\n");

return 0;

}

OUTPUT

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.:7** | **Implementation of Queue using Array and Linked List Implementation** | **Date:10/04/2024** |

**Write a C program to implement a Queue using Array and linked List implementation and execute the following operation on stack.**

1. **Enqueue**
2. **Dequeue**
3. **Display the elements in a Queue**

ALGORITHM:

Step 1: Start the program.

Step 2: For queue insertion operation, check for queue overflow

Step 3: If R>=N then print queue overflow else increment rear pointer and insert

            the element.

Step 4: For queue deletion operation, check for underflow of the queue.

Step 5: If F=0 then print queue underflow else delete the element and increment

            the front pointer

Step 6: Stop the program

PROGRAM:

#include<stdio.h >

#include<conio.h >

#include<alloc.h >

struct queue

{

int data;

struct queue \*next;

};

struct queue \*addq(struct queue \*front);

struct queue \*delq(struct queue \*front);

void main()

{

struct queue \*front;

int reply,option,data;

clrscr();

front=NULL;

do

{

printf("\n1.addq");

printf("\n2.delq");

printf("\n3.exit");

printf("\nSelect the option");

scanf("%d",&option);

switch(option)

{

case 1 : //addq

front=addq(front);

printf("\n The element is added into the queue");

break;

case 2 : //delq

front=delq(front);

break;

case 3 : exit(0);

}

}while(1);

}

struct queue \*addq(struct queue \*front)

{

struct queue \*c,\*r;

//create new node

c=(struct queue\*)malloc(sizeof(struct queue));

if(c==NULL)

{

printf("Insufficient memory");

return(front);

}

//read an insert value from console

printf("\nEnter data");

scanf("%d",&c->data);

c->next=NULL;

if(front==NULL)

{

front=c;

}

else

{

//insert new node after last node

r=front;

while(r->next!=NULL)

{

r=r->next;

}}

return(front);

}

struct queue \*delq(struct queue \*front)

{

struct queue \*c;

if(front==NULL)

{

printf("Queue is empty");

return(front);

}

//print the content of first node

printf("Deleted data:%d",front->data);

//delete first node

c=front;

front=front->next;

free(c);

return(front);

}

OUTPUT:

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.:8** | **Tree Traversal** | **Date:17/04/2024** |

**Write a C program to implement a Binary tree and perform the following tree traversal operation.**

1. **Inorder Traversal**
2. **Preorder Traversal**
3. **Postorder Traversal**

**Algorithm:**

**Step 1:start**

Step2: Return the root node value. Traverse the left subtree by recursively calling the pre-order function. Traverse the right subtree by recursively calling the pre-order function.

Step 3: Traverse the left subtree by recursively calling the in-order function. Return the root node value. Traverse the right subtree by recursively calling the in-order function.

Step4: Traverse the left subtree by recursively calling the post-order function. Traverse the right subtree by recursively calling the post-order function. Return the root node value.

Step 5: stop

**PROGRAM:**

#include <stdio.h>

#include <stdlib.h>

struct node {

    int element;

    struct node\* left;

    struct node\* right;

};

struct node\* createNode(int val)

{

    struct node\* Node = (struct node\*)malloc(sizeof(struct node));

    Node->element = val;

    Node->left = NULL;

    Node->right = NULL;

    return (Node);

}

void traversePreorder(struct node\* root)

{

    if (root == NULL)

        return;

    printf(" %d ", root->element);

    traversePreorder(root->left);

    traversePreorder(root->right);

}

void traverseInorder(struct node\* root)

{

    if (root == NULL)

        return;

    traverseInorder(root->left);

    printf(" %d ", root->element);

    traverseInorder(root->right);

}

 void traversePostorder(struct node\* root)

{

    if (root == NULL)

        return;

    traversePostorder(root->left);

    traversePostorder(root->right);

    printf(" %d ", root->element);

}

int main()

{

    struct node\* root = createNode(36);

    root->left = createNode(26);

    root->right = createNode(46);

    root->left->left = createNode(21);

    root->left->right = createNode(31);

    root->left->left->left = createNode(11);

    root->left->left->right = createNode(24);

    root->right->left = createNode(41);

    root->right->right = createNode(56);

    root->right->right->left = createNode(51);

    root->right->right->right = createNode(66);

    printf("\n The Preorder traversal of given binary tree is -\n");

    traversePreorder(root);

    printf("\n The Inorder traversal of given binary tree is -\n");

    traverseInorder(root);

    printf("\n The Postorder traversal of given binary tree is -\n");

    traversePostorder(root);

    return 0;

}

OUTPUT:
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| **Ex. No.:9** | **Implementation of Binary Search tree** | **Date:08/05/2024** |

**Write a C program to implement a Binary Search Tree and perform the following operations.**

1. **Insert**
2. **Delete**
3. **Search**
4. **Display**

ALGORITHM:

Step1:start

Step 2:Create a Node structure with:int data ,Node\* left ,Node\* right

Step 3:Define a BST structure with: Node\* root

Step 4:Define a function Node\* createNode(int data):,Allocate memory for a new node using malloc.,Set the data field,Initialize left and right pointers to NULL.,Return the new node.

Step 5:Define a function Node\* insertNode(Node\* root, int data):If root is NULL, create and return a new node,If data is less than root->data, recursively insert in the left subtree,If data is greater than root->data, recursively insert in the right subtree.,Return the root

Step 6:Define a function Node\* searchNode(Node\* root, int data):If root is NULL or root->data is data, return root.,If data is less than root->data, recursively search in the left subtree.,If data is greater than root->data, recursively search in the right subtree.,Return the result.

Step 7:Define a function Node\* findMin(Node\* root):Traverse the left subtree until left is NULL.,Return the node.

Step 8:Define a function Node\* deleteNode(Node\* root, int data):If root is NULL, return root.,If data is less than root->data, recursively delete in the left subtree.,If data is greater than root->data, recursively delete in the right subtree.,If data is equal to root->data:,If the node has no children, return NULL.,If the node has one child, return the non-NULL child.,If the node has two children:,Find the minimum node in the right subtree.,Replace root->data with the minimum node's data.,Recursively delete the minimum node in the right subtree.,Return the root.

Step9:stop

PROGRAM:

#include <stdio.h>

#include <stdlib.h>

struct BinaryTreeNode {

    int key;

    struct BinaryTreeNode \*left, \*right;

};

struct BinaryTreeNode\* newNodeCreate(int value)

{

    struct BinaryTreeNode\* temp

        = (struct BinaryTreeNode\*)malloc(

            sizeof(struct BinaryTreeNode));

    temp->key = value;

    temp->left = temp->right = NULL;

    return temp;

}

struct BinaryTreeNode\*

searchNode(struct BinaryTreeNode\* root, int target)

{

    if (root == NULL || root->key == target) {

        return root;

    }

    if (root->key < target) {

        return searchNode(root->right, target);

    }

    return searchNode(root->left, target);

}

struct BinaryTreeNode\*

insertNode(struct BinaryTreeNode\* node, int value)

{

    if (node == NULL) {

        return newNodeCreate(value);

    }

    if (value < node->key) {

        node->left = insertNode(node->left, value);

    }

    else if (value > node->key) {

        node->right = insertNode(node->right, value);

    }

    return node;

}

void postOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        postOrder(root->left);

        postOrder(root->right);

        printf(" %d ", root->key);

    }

}

void inOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        inOrder(root->left);

        printf(" %d ", root->key);

        inOrder(root->right);

    }

}

void preOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        printf(" %d ", root->key);

        preOrder(root->left);

        preOrder(root->right);

    }

}

struct BinaryTreeNode\* findMin(struct BinaryTreeNode\* root)

{

    if (root == NULL) {

        return NULL;

    }

    else if (root->left != NULL) {

        return findMin(root->left);

    }

    return root;

}

struct BinaryTreeNode\* delete (struct BinaryTreeNode\* root,

                               int x)

{

    if (root == NULL)

        return NULL;

    if (x > root->key) {

        root->right = delete (root->right, x);

    }

    else if (x < root->key) {

        root->left = delete (root->left, x);

    }

    else {

        if (root->left == NULL && root->right == NULL) {

            free(root);

            return NULL;

        }

        else if (root->left == NULL

                 || root->right == NULL) {

            struct BinaryTreeNode\* temp;

            if (root->left == NULL) {

                temp = root->right;

            }

            else {

                temp = root->left;

            }

            free(root);

            return temp;

        }

        else {

            struct BinaryTreeNode\* temp

                = findMin(root->right);

            root->key = temp->key;

            root->right = delete (root->right, temp->key);

        }

    }

    return root;

}

int main()

{

    struct BinaryTreeNode\* root = NULL;

    root = insertNode(root, 50);

    insertNode(root, 30);

    insertNode(root, 20);

    insertNode(root, 40);

    insertNode(root, 70);

    insertNode(root, 60);

    insertNode(root, 80);

    if (searchNode(root, 60) != NULL) {

        printf("60 found");

    }

    else {

        printf("60 not found");

    }

    printf("\n");

    postOrder(root);

    printf("\n");

    preOrder(root);

    printf("\n");

    inOrder(root);

    printf("\n");

    struct BinaryTreeNode\* temp = delete (root, 70);

    printf("After Delete: \n");

    inOrder(root);

    return 0;

}

OUTPUT:
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**Write a function in C program to insert a new node with a given value into an AVL tree. Ensure that the tree remains balanced after insertion by performing rotations if necessary. Repeat the above operation to delete a node from AVL tree.**

**Algorithm:**

**Step 1 :Define node structure (data, left, right, balance\_factor).**

**Step 2 :Create recursive insert function (root, data).**

**Step 3:Perform standard BST insertion within insert.**

**Step 4 :Update balance factors on way back up in insert.**

**Step 5 :Check for imbalance (balance factor outside -1 to 1).**

**Step 6 :Select rotation type based on imbalance.**

**Step 7 :Perform rotation to restore balance.**

**Step 8 :Return updated root after rotation.**

**Step 9 :Return new root from top-level insert call.**

**Step 10 :Create wrapper function avl\_insert.**

PROGRAM:

#include<stdio.h>

#include<stdlib.h>

**struct** node

{

**int** data;

**struct** node\* left;

**struct** node\* right;

**int** ht;

};

**struct** node\* root = NULL;

**struct** node\* create(**int**);

**struct** node\* insert(**struct** node\*, **int**);

**struct** node\* **delete**(**struct** node\*, **int**);

**struct** node\* search(**struct** node\*, **int**);

**struct** node\* rotate\_left(**struct** node\*);

**struct** node\* rotate\_right(**struct** node\*);

**int** balance\_factor(**struct** node\*);

**int** height(**struct** node\*);

**void** inorder(**struct** node\*);

**void** preorder(**struct** node\*);

**void** postorder(**struct** node\*);

**int** main()

{

**int** user\_choice, data;

**char** user\_continue = 'y';

**struct** node\* result = NULL;

**while** (user\_continue == 'y' || user\_continue == 'Y')

    {

        printf("\n\n------- AVL TREE --------\n");

        printf("\n1. Insert");

        printf("\n2. Delete");

        printf("\n3. Search");

        printf("\n4. Inorder");

        printf("\n5. Preorder");

        printf("\n6. Postorder");

        printf("\n7. EXIT");

        printf("\n\nEnter Your Choice: ");

        scanf("%d", &user\_choice);

**switch**(user\_choice)

        {

**case** 1:

                printf("\nEnter data: ");

                scanf("%d", &data);

                root = insert(root, data);

**break**;

**case** 2:

                printf("\nEnter data: ");

                scanf("%d", &data);

                root = **delete**(root, data);

**break**;

**case** 3:

                printf("\nEnter data: ");

                scanf("%d", &data);

                result = search(root, data);

**if** (result == NULL)

                {

                    printf("\nNode not found!");

                }

**else**

                {

                    printf("\n Node found");

                }

**break**;

**case** 4:

                inorder(root);

**break**;

**case** 5:

                preorder(root);

**break**;

**case** 6:

                postorder(root);

**break**;

**case** 7:

                printf("\n\tProgram Terminated\n");

**return** 1;

**default**:

                printf("\n\tInvalid Choice\n");

        }

        printf("\n\nDo you want to continue? ");

        scanf(" %c", &user\_continue);

    }

**return** 0;

}

**struct** node\* create(**int** data)

{

**struct** node\* new\_node = (**struct** node\*) malloc (**sizeof**(**struct** node));

**if** (new\_node == NULL)

    {

        printf("\nMemory can't be allocated\n");

**return** NULL;

    }

    new\_node->data = data;

    new\_node->left = NULL;

    new\_node->right = NULL;

**return** new\_node;

}

**struct** node\* rotate\_left(**struct** node\* root)

{

**struct** node\* right\_child = root->right;

    root->right = right\_child->left;

    right\_child->left = root;

    root->ht = height(root);

    right\_child->ht = height(right\_child);

**return** right\_child;

}

**struct** node\* rotate\_right(**struct** node\* root)

{

**struct** node\* left\_child = root->left;

    root->left = left\_child->right;

    left\_child->right = root;

    root->ht = height(root);

    left\_child->ht = height(left\_child);

**return** left\_child;

}

**int** balance\_factor(**struct** node\* root)

{

**int** lh, rh;

**if** (root == NULL)

**return** 0;

**if** (root->left == NULL)

        lh = 0;

**else**

        lh = 1 + root->left->ht;

**if** (root->right == NULL)

        rh = 0;

**else**

        rh = 1 + root->right->ht;

**return** lh - rh;

}

**int** height(**struct** node\* root)

{

**int** lh, rh;

**if** (root == NULL)

    {

**return** 0;

    }

**if** (root->left == NULL)

        lh = 0;

**else**

        lh = 1 + root->left->ht;

**if** (root->right == NULL)

        rh = 0;

**else**

        rh = 1 + root->right->ht;

**if** (lh > rh)

**return** (lh);

**return** (rh);

}

**struct** node\* insert(**struct** node\* root, **int** data)

{

**if** (root == NULL)

    {

**struct** node\* new\_node = create(data);

**if** (new\_node == NULL)

        {

**return** NULL;

        }

        root = new\_node;

    }

**else** **if** (data > root->data)

    {

        root->right = insert(root->right, data);

**if** (balance\_factor(root) == -2)

        {

**if** (data > root->right->data)

            {

                root = rotate\_left(root);

            }

**else**

            {

                root->right = rotate\_right(root->right);

                root = rotate\_left(root);

            }

        }

    }

**else**

    {

        root->left = insert(root->left, data);

**if** (balance\_factor(root) == 2)

        {

**if** (data < root->left->data)

            {

                root = rotate\_right(root);

            }

**else**

            {

                root->left = rotate\_left(root->left);

                root = rotate\_right(root);

            }

        }

    }

    root->ht = height(root);

**return** root;

}

**struct** node \* **delete**(**struct** node \*root, **int** x)

{

**struct** node \* temp = NULL;

**if** (root == NULL)

    {

**return** NULL;

    }

**if** (x > root->data)

    {

        root->right = **delete**(root->right, x);

**if** (balance\_factor(root) == 2)

        {

**if** (balance\_factor(root->left) >= 0)

            {

                root = rotate\_right(root);

            }

**else**

            {

                root->left = rotate\_left(root->left);

                root = rotate\_right(root);

            }

        }

    }

**else** **if** (x < root->data)

    {

        root->left = **delete**(root->left, x);

**if** (balance\_factor(root) == -2)

        {

**if** (balance\_factor(root->right) <= 0)

            {

                root = rotate\_left(root);

            }

**else**

            {

                root->right = rotate\_right(root->right);

                root = rotate\_left(root);

            }

        }

    }

**else**

    {

**if** (root->right != NULL)

        {

            temp = root->right;

**while** (temp->left != NULL)

                temp = temp->left;

            root->data = temp->data;

            root->right = **delete**(root->right, temp->data);

**if** (balance\_factor(root) == 2)

            {

**if** (balance\_factor(root->left) >= 0)

                {

                    root = rotate\_right(root);

                }

**else**

                {

                    root->left = rotate\_left(root->left);

                    root = rotate\_right(root);

                }

            }

        }

**else**

        {

**return** (root->left);

        }

    }

    root->ht = height(root);

**return** (root);

}

**struct** node\* search(**struct** node\* root, **int** key)

{

**if** (root == NULL)

    {

**return** NULL;

    }

**if**(root->data == key)

    {

**return** root;

    }

**if**(key > root->data)

    {

        search(root->right, key);

    }

**else**

    {

        search(root->left, key);

    }

}

**void** inorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    inorder(root->left);

    printf("%d ", root->data);

    inorder(root->right);

}

/ **void** preorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    printf("%d ", root->data);

    preorder(root->left);

    preorder(root->right);

}

**void** postorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    postorder(root->left);

    postorder(root->right);

    printf("%d ", root->data);

}

OUTPUT:
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**Write a C program to create a graph and perform a Breadth First Search and Depth First Search.**

**Algorithm:**

**DFS:**

Step 1: Choose any node in the graph. Designate it as the search node and mark it as visited.

Step 2: Using the adjacency matrix of the graph, find a node adjacent to the search node that has not been visited yet. Designate this as the new search node and mark it as visited.

Step 3: Repeat step 2 using the new search node. If no nodes satisfying (2) can be found, return to the previous search node and continue from there.

Step 4: When a return to the previous search node in (3) is impossible, the search from the originally chosen search node is complete.

Step 5: If the graph still contains unvisited nodes, choose any node that has not been visited and repeat step (1) through (4).

BFS:

Step 1: Choose any node in the graph, designate it as the search node and mark it as visited.

Step 2: Using the adjacency matrix of the graph, find all the unvisited adjacent nodes to the search node and enqueue them into the queue Q.

Step 3: Then the node is dequeued from the queue. Mark that node as visited and designate it as the new search node.

Step 4: Repeat step 2 and 3 using the new search node.

Step 5: This process continues until the queue Q which keeps track of the adjacent nodes is empty.

PROGRAM:

**DFS Program**

#include <stdio.h>

#include <stdlib.h>

int vis[100];

struct Graph {

    int V;

    int E;

    int\*\* Adj;

};

struct Graph\* adjMatrix()

{

    struct Graph\* G = (struct Graph\*)

        malloc(sizeof(struct Graph));

    if (!G) {

        printf("Memory Error\n");

        return NULL;

    }

    G->V = 7;

    G->E = 7;

    G->Adj = (int\*\*)malloc((G->V) \* sizeof(int\*));

    for (int k = 0; k < G->V; k++) {

        G->Adj[k] = (int\*)malloc((G->V) \* sizeof(int));

    }

    for (int u = 0; u < G->V; u++) {

        for (int v = 0; v < G->V; v++) {

            G->Adj[u][v] = 0;

        }

    }

    G->Adj[0][1] = G->Adj[1][0] = 1;

    G->Adj[0][2] = G->Adj[2][0] = 1;

    G->Adj[1][3] = G->Adj[3][1] = 1;

    G->Adj[1][4] = G->Adj[4][1] = 1;

    G->Adj[1][5] = G->Adj[5][1] = 1;

    G->Adj[1][6] = G->Adj[6][1] = 1;

    G->Adj[6][2] = G->Adj[2][6] = 1;

    return G;

}

void DFS(struct Graph\* G, int u)

{

    vis[u] = 1;

    printf("%d ", u);

    for (int v = 0; v < G->V; v++) {

        if (!vis[v] && G->Adj[u][v]) {

            DFS(G, v);

        }

    }

}

void DFStraversal(struct Graph\* G)

{

    for (int i = 0; i < 100; i++) {

        vis[i] = 0;

    }

    for (int i = 0; i < G->V; i++) {

        if (!vis[i]) {

            DFS(G, i);

        }

    }

}

void main()

{

    struct Graph\* G;

    G = adjMatrix();

    DFStraversal(G);

}

**BFS PROGRAM**

#include <stdio.h>

#include <stdlib.h>

struct node {

    int vertex;

    struct node\* next;

};

struct adj\_list {

    struct node\* head;

};

struct graph {

    int num\_vertices;

    struct adj\_list\* adj\_lists;

    int\* visited;

};

struct node\* new\_node(int vertex) {

    struct node\* new\_node = (struct node\*)malloc(sizeof(struct node));

new\_node->vertex = vertex;

new\_node->next = NULL;

    return new\_node;

}

struct graph\* create\_graph(int n) {

    struct graph\* graph = (struct graph\*)malloc(sizeof(struct graph));

    graph->num\_vertices = n;

    graph->adj\_lists = (struct adj\_list\*)malloc(n \* sizeof(struct adj\_list));

    graph->visited = (int\*)malloc(n \* sizeof(int));

    int i;

    for (i = 0; i< n; i++) {

        graph->adj\_lists[i].head = NULL;

        graph->visited[i] = 0;

    }

    return graph;

}

void add\_edge(struct graph\* graph, int src, int dest) {

    struct node\* new\_node1 = new\_node(dest);

    new\_node1->next = graph->adj\_lists[src].head;

    graph->adj\_lists[src].head = new\_node1;

    struct node\* new\_node2 = new\_node(src);

    new\_node2->next = graph->adj\_lists[dest].head;

    graph->adj\_lists[dest].head = new\_node2;

}

void bfs(struct graph\* graph, int v) {

    int queue[1000];

    int front = -1;

    int rear = -1;

    graph->visited[v] = 1;

    queue[++rear] = v;

    while (front != rear) {

        int current\_vertex = queue[++front];

printf("%d ", current\_vertex);

        struct node\* temp = graph->adj\_lists[current\_vertex].head;

        while (temp != NULL) {

            int adj\_vertex = temp->vertex;

            if (graph->visited[adj\_vertex] == 0) {

                graph->visited[adj\_vertex] = 1;

                queue[++rear] = adj\_vertex;

            }

            temp = temp->next;

        }

    }

}

int main() {

    struct graph\* graph = create\_graph(6);

add\_edge(graph, 0, 1);

add\_edge(graph, 0, 2);

add\_edge(graph, 1, 3);

add\_edge(graph, 1, 4);

add\_edge(graph, 2, 4);

add\_edge(graph, 3, 4);

add\_edge(graph, 3, 5);

add\_edge(graph, 4,5);

printf("BFS traversal starting from vertex 0: ");

bfs(graph, 0);

    return 0;

}

OUTPUT:
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|  |  |  |
| --- | --- | --- |
| **Ex. No.:12** | **Topological Sorting** | **Date:15/05/2024** |

**Write a C program to create a graph and display the ordering of vertices.**

**Algorithm:**

Step 1: Find the indegree for every vertex.

Step 2: Place the vertices whose indegree is 0 on the empty queue.

Step 3: Dequeue the vertex v and decrement the indegree of all its adjacent vertices.

Step 4: Enqueue the vertex on the queue if its indegree falls to zero.

Step 5: Repeat from step 3 until the queue becomes empty.

Step 6: The topological ordering is the order in which the vertices dequeue.

PROGRAM:

#include<stdio.h>

#include<stdlib.h>

int s[100], j, res[100];

void AdjacencyMatrix(int a[][100], int n) {

    int i, j;

    for (i = 0; i < n; i++) {

        for (j = 0; j <= n; j++) {

            a[i][j] = 0;

        }

    }

    for (i = 1; i < n; i++) {

        for (j = 0; j < i; j++) {

            a[i][j] = rand() % 2;

            a[j][i] = 0;

        }

    }

}

void dfs(int u, int n, int a[][100]) {

    int v;

    s[u] = 1;

    for (v = 0; v < n - 1; v++) {

        if (a[u][v] == 1 && s[v] == 0) {

            dfs(v, n, a);

        }

    }

    j += 1;

    res[j] = u;

}

void topological\_order(int n, int a[][100]) {

    int i, u;

    for (i = 0; i < n; i++) {

        s[i] = 0;

    }

    j = 0;

    for (u = 0; u < n; u++) {

        if (s[u] == 0) {

            dfs(u, n, a);

        }

    }

    return;

}

int main() {

    int a[100][100], n, i, j;

    printf("Enter number of vertices\n");

    scanf("%d", &n);

    AdjacencyMatrix(a, n); /\*GENERATE ADJACENCY MATRIX \*/

    printf("\t\tAdjacency Matrix of the graph\n");

    for (i = 0; i < n; i++) {

        for (j = 0; j < n; j++) {

            printf("\t%d", a[i][j]);

        }

        printf("\n");

    }

    printf("\nTopological order:\n");

    topological\_order(n, a);

    for (i = n; i >= 1; i--) {

        printf("-->%d", res[i]);

    }

    return 0;

}

OUTPUT:

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.:13** | **Graph Traversal** | **Date:22/05/2024** |

**Write a C program to create a graph and find a minimum spanning tree using prims algorithm.**

**Algorithm:**

**Step 1:** Determine an arbitrary vertex as the starting vertex of the MST.  
**Step 2:** Follow steps 3 to 5 till there are vertices that are not included in the MST (known as fringe vertex).  
**Step 3:** Find edges connecting any tree vertex with the fringe vertices.  
**Step 4:** Find the minimum among these edges.  
**Step 5:** Add the chosen edge to the MST if it does not form any cycle.  
**Step 6:** Return the MST and exit

PROGRAM:

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

int minKey(int key[], int mstSet[], int vertices) {

    int min = INT\_MAX, minIndex;

    for (int v = 0; v < vertices; v++) {

        if (!mstSet[v] && key[v] < min) {

            min = key[v];

            minIndex = v;

        }

    }

    return minIndex;

}

void printMST(int parent[], int graph[MAX\_VERTICES][MAX\_VERTICES], int vertices) {

    printf("Edge \tWeight\n");

    for (int i = 1; i < vertices; i++) {

        printf("%d - %d \t%d\n", parent[i], i, graph[i][parent[i]]);

    }

}

void primMST(int graph[MAX\_VERTICES][MAX\_VERTICES], int vertices) {

    int parent[MAX\_VERTICES];

    int key[MAX\_VERTICES];

    int mstSet[MAX\_VERTICES]; in MST

    for (int i = 0; i < vertices; i++) {

        key[i] = INT\_MAX;

        mstSet[i] = 0;

    }

    key[0] = 0;

    parent[0] = -1;

    for (int count = 0; count < vertices - 1; count++) {

        int u = minKey(key, mstSet, vertices);

        mstSet[u] = 1;

        for (int v = 0; v < vertices; v++) {

            if (graph[u][v] && !mstSet[v] && graph[u][v] < key[v]) {

                parent[v] = u;

                key[v] = graph[u][v];

            }

        }

    }

    printMST(parent, graph, vertices);

}

int main() {

    int vertices;

    printf("Input the number of vertices: ");

    scanf("%d", &vertices);

    if (vertices <= 0 || vertices > MAX\_VERTICES) {

        printf("Invalid number of vertices. Exiting...\n");

        return 1;

    }

    int graph[MAX\_VERTICES][MAX\_VERTICES];

    printf("Input the adjacency matrix for the graph:\n");

    for (int i = 0; i < vertices; i++) {

        for (int j = 0; j < vertices; j++) {

            scanf("%d", &graph[i][j]);

        }

    }

    primMST(graph, vertices);

    return 0;

}

OUTPUT:
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**Write a C program to create a graph and find the shortest path using Dijikstra’s Algorithm.**

**Algorithm:**

STEP1:Mark the source node with a current distance of 0 and the rest with infinity.

STEP 2:Set the non-visited node with the smallest current distance as the current node.

STEP 3:For each neighbor, N of the current node adds the current distance of the adjacent node with the weight of the edge connecting 0->1. If it is smaller than the current distance of Node, set it as the new current distance of N.

STEP 4:Mark the current node 1 as visited.

STEP 5:Go to step 2 if there are any nodes are unvisited.

PROGRAM:

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

int minDistance(int dist[], int sptSet[], int vertices) {

    int min = INT\_MAX, minIndex;

    for (int v = 0; v < vertices; v++) {

        if (!sptSet[v] && dist[v] < min) {

            min = dist[v];

            minIndex = v;

        }

    }

    return minIndex;

}

void printSolution(int dist[], int vertices) {

    printf("Vertex \tDistance from Source\n");

    for (int i = 0; i < vertices; i++) {

        printf("%d \t%d\n", i, dist[i]);

    }

}

void dijkstra(int graph[MAX\_VERTICES][MAX\_VERTICES], int src, int vertices) {

    int dist[MAX\_VERTICES];

    int sptSet[MAX\_VERTICES

    for (int i = 0; i < vertices; i++) {

        dist[i] = INT\_MAX;

        sptSet[i] = 0;

    }

    dist[src] = 0;

    for (int count = 0; count < vertices - 1; count++) {

        int u = minDistance(dist, sptSet, vertices);

        sptSet[u] = 1;

        for (int v = 0; v < vertices; v++) {

            if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX && dist[u] + graph[u][v] < dist[v]) {

                dist[v] = dist[u] + graph[u][v];

            }

        }

    }

    printSolution(dist, vertices);

}

int main() {

    int vertices;

    printf("Input the number of vertices: ");

    scanf("%d", &vertices);

    if (vertices <= 0 || vertices > MAX\_VERTICES) {

        printf("Invalid number of vertices. Exiting...\n");

        return 1;

    }

    int graph[MAX\_VERTICES][MAX\_VERTICES];

    printf("Input the adjacency matrix for the graph (use INT\_MAX for infinity):\n");

    for (int i = 0; i < vertices; i++) {

        for (int j = 0; j < vertices; j++) {

            scanf("%d", &graph[i][j]);

        }

    }

    int source;

printf("Input the source vertex: ");

    scanf("%d", &source);

    if (source < 0 || source >= vertices) {

        printf("Invalid source vertex. Exiting...\n");

        return 1;

    }

    dijkstra(graph, source, vertices);

    return 0;

}

OUTPUT:
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|  |  |  |
| --- | --- | --- |
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**Write a C program to take n numbers and sort the numbers in ascending order. Try to implement the same using following sorting techniques.**

1. **Quick Sort**
2. **Merge Sort**

**Algorithm:**

**QUICK SORT:**

Step 1 : Start.

Step 2 : If LEFT < RIGHT then Goto

Step 3 else Goto Step 23. Step 3 : Set PIVOT = LEFT.

Step 4 : Set I = LEFT + 1.

Step 5 : Set J = RIGHT.

Step 6 : Repeat While I < J.

Step 7 : Repeat While A[I] < A[PIVOT].

Step 8 : Increment I by 1.

Step 9 : [End of Step 7 While loop].

Step 10 : Repeat While A[J] > A[PIVOT].

Step 11 : Decrement J by 1.

Step 12 : [End of Step 10 While loop].

Step 13 : If I < J then Goto Step 14 else Goto Step 17.

Step 14 : Set TEMP = A[I].

Step 15 : Set A[I] = A[J].

Step 16 : Set A[J] = TEMP.

Step 17 : [End of Step 6 While loop].

Step 18 : Set TEMP = A[PIVOT].

Step 19 : Set A[PIVOT] = A[J].

Step 20 : Set A[J] = TEMP.

Step 21 : QUICKSORT(LEFT, J – 1),

Step 22 : QUICKSORT(J + 1, RIGHT).

Step 23 : Stop.

**MERGE SORT:**

Step 1 : Start.

Step 2 : Set N1 = CENTER - LEFT + 1.

Step 3 : Set N2 = RIGHT - CENTER.

Step 4 : Repeat For I = 0 to N1 - 1.

Step 5 : Set A[I] = ARR[LEFT + I].

Step 6 : Increment I by 1.

Step 7 : [End of Step 4 For loop].

Step 8 : Repeat For J = 0 to N2 - 1.

Step 9 : Set B[J] = ARR[CENTER + 1 + J].

Step 10 : Increment J by 1.

Step 11 : [End of Step 8 For loop].

Step 12 : Repeat While APTR < N1 AND BPTR < N2.

Step 13 : If A[APTR]<= B[BPTR] then Goto Step 14 else Goto Step 18.

Step 14 : Set ARR[CPTR] = A[APTR].

Step 15 : Increment APTR by 1 and Goto Step 19.

Step 16 : Set ARR[CPTR] = B[BPTR].

Step 17 : Increment BPTR by 1.

Step 18 : Increment CPTR by 1.

Step 19 : [End of Step 12 While loop].

Step 20 : Repeat While APTR < N1.

Step 21 : Set ARR[CPTR] = A[APTR].

Step 22 : Increment APTR by 1.

Step 23 : Increment CPTR by 1.

Step 24 : [End of Step 20 While loop].

Step 25 : Repeat While BPTR < N2.

Step 26 : Set ARR[CPTR] = B[BPTR].

Step 27 : Increment BPTR by 1.

Step 28 : Increment CPTR by 1.

Step 29 : [End of Step 25 While loop].

Step 30 : Stop.

**PROGRAM:**

**QUICK SORT:**

#include <stdio.h>

void swap(int\* a, int\* b)

{

int temp = \*a;

\*a = \*b;

\*b = temp;

}

int partition(int arr[], int low, int high)

{

int pivot = arr[low];

int i = low;

int j = high;

while (i < j) {

)

while (arr[i] <= pivot && i <= high - 1) {

i++;

}

while (arr[j] > pivot && j >= low + 1) {

j--;

}

if (i < j) {

swap(&arr[i], &arr[j]);

}

}

swap(&arr[low], &arr[j]);

return j;

}

void quickSort(int arr[], int low, int high)

{

if (low < high) {

int partitionIndex = partition(arr, low, high);

quickSort(arr, low, partitionIndex - 1);

quickSort(arr, partitionIndex + 1, high);

}

}

int main()

{

int arr[] = { 19, 17, 15, 12, 16, 18, 4, 11, 13 };

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: ");

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

quickSort(arr, 0, n - 1);

printf("\nSorted array: ");

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

return 0;

}

**MERGE SORT:**

#include <stdio.h>

#include <stdlib.h>

void merge(int arr[], int l, int m, int r)

{

int i, j, k;

int n1 = m - l + 1;

int n2 = r - m;

int L[n1], R[n2];

for (i = 0; i < n1; i++)

L[i] = arr[l + i];

for (j = 0; j < n2; j++)

R[j] = arr[m + 1 + j];

i = 0;

j = 0;

k = l;

while (i < n1 && j < n2) {

if (L[i] <= R[j]) {

arr[k] = L[i];

i++;

}

else {

arr[k] = R[j];

j++;

}

k++;

}

while (i < n1) {

arr[k] = L[i];

i++;

k++;

}

while (j < n2) {

arr[k] = R[j];

j++;

k++;

}

}

void mergeSort(int arr[], int l, int r)

{

if (l < r) {

int m = l + (r - l) / 2;

mergeSort(arr, l, m);

mergeSort(arr, m + 1, r);

merge(arr, l, m, r);

}

}

void printArray(int A[], int size)

{

int i;

for (i = 0; i < size; i++)

printf("%d ", A[i]);

printf("\n");

}

int main()

{

int arr[] = { 12, 11, 13, 5, 6, 7 };

int arr\_size = sizeof(arr) / sizeof(arr[0]);

printf("Given array is \n");

printArray(arr, arr\_size);

mergeSort(arr, 0, arr\_size - 1);

printf("\nSorted array is \n");

printArray(arr, arr\_size);

return 0;

}

OUTPUT:
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![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.:16** | **Hashing** | **Date:29/05/2024** |

**Write a C program to create a hash table and perform collision resolution using the following techniques.**

1. **Open addressing**
2. **Closed Addressing**
3. **Rehashing**

**Algorithm:**

**Step 1:**We know that hash functions (which is some mathematical formula) are used to calculate the hash value which acts as the index of the data structure where the value will be stored.

**Step 2:**So, let’s assign

“a” = 1,

“b”=2, .. etc, to all alphabetical characters.

**Step 3:**Therefore, the numerical value by summation of all characters of the string:

“ab” = 1 + 2 = 3,

“cd” = 3 + 4 = 7 ,

“efg” = 5 + 6 + 7 = 18

**Step 4:**Now, assume that we have a table of size 7 to store these strings. The hash function that is used here is the sum of the characters in **key mod Table size**. We can compute the location of the string in the array by taking the **sum(string) mod 7**.

**Step 5:**So we will then store

“ab” in 3 mod 7 = 3,

“cd” in 7 mod 7 = 0, and

“efg” in 18 mod 7 = 4.

**PROGRAM:**

**OPEN ADDRESSING:**

#include <stdio.h>

#define max 10

int a[11] = { 10, 14, 19, 26, 27, 31, 33, 35, 42, 44, 0 };

int b[10];

void merging(int low, int mid, int high) {

   int l1, l2, i;

   for(l1 = low, l2 = mid + 1, i = low; l1 <= mid && l2 <= high; i++) {

      if(a[l1] <= a[l2])

         b[i] = a[l1++];

      else

         b[i] = a[l2++];

   }

   while(l1 <= mid)

      b[i++] = a[l1++];

   while(l2 <= high)

      b[i++] = a[l2++];

   for(i = low; i <= high; i++)

      a[i] = b[i];

}

void sort(int low, int high) {

   int mid;

   if(low < high) {

      mid = (low + high) / 2;

      sort(low, mid);

      sort(mid+1, high);

      merging(low, mid, high);

   } else {

      return;

   }

}

int main() {

   int i;

   printf("List before sorting\n");

   for(i = 0; i <= max; i++)

      printf("%d ", a[i]);

   sort(0, max);

   printf("\nList after sorting\n");

   for(i = 0; i <= max; i++)

      printf("%d ", a[i]);

}

CLOSE ADDRESSING:

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

typedef struct Node {

    int key;

    int value;

    struct Node\* next;

} Node;

typedef struct HashTable {

    int size;

    Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

    Node\* newNode = (Node\*)malloc(sizeof(Node));

    newNode->key = key;

    newNode->value = value;

    newNode->next = NULL;

    return newNode;

}

HashTable\* createTable(int size) {

    HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

    newTable->size = size;

    newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

    for (int i = 0; i < size; i++) {

        newTable->table[i] = NULL;

    }

    return newTable;

}

int hashFunction(int key, int size) {

    return key % size;

}

void insert(HashTable\* hashTable, int key, int value) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* newNode = createNode(key, value);

    newNode->next = hashTable->table[hashIndex];

    hashTable->table[hashIndex] = newNode;

}

int search(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    while (current != NULL) {

        if (current->key == key) {

            return current->value;

        }

        current = current->next;

    }

    return -1

}

void delete(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    Node\* prev = NULL;

    while (current != NULL && current->key != key) {

        prev = current;

        current = current->next;

    }

    if (current == NULL) {

        // Key not found

        return;

    }

    if (prev == NULL) {

        // Node to delete is the first node in the list

        hashTable->table[hashIndex] = current->next;

    } else {

        prev->next = current->next;

    }

    free(current);

}

void freeTable(HashTable\* hashTable) {

    for (int i = 0; i < hashTable->size; i++) {

        Node\* current = hashTable->table[i];

        while (current != NULL) {

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(hashTable->table);

    free(hashTable);

}

int main() {

    HashTable\* hashTable = createTable(10);

    insert(hashTable, 1, 10);

    insert(hashTable, 2, 20);

    insert(hashTable, 12, 30);

    printf("Value for key 1: %d\n", search(hashTable, 1));

    printf("Value for key 2: %d\n", search(hashTable, 2));

    printf("Value for key 12: %d\n", search(hashTable, 12));

    printf("Value for key 3: %d\n", search(hashTable, 3)); // Key not present

    delete(hashTable, 2);

    printf("Value for key 2 after deletion: %d\n", search(hashTable, 2));

    freeTable(hashTable);

    return 0;

}

REHASHING:

#include <stdio.h>

#include <stdlib.h>

typedef struct Node {

    int key;

    int value;

    struct Node\* next;

} Node;

typedef struct HashTable {

    int size;

    int count

    Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

    Node\* newNode = (Node\*)malloc(sizeof(Node));

    newNode->key = key;

    newNode->value = value;

    newNode->next = NULL;

    return newNode;

}

HashTable\* createTable(int size) {

    HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

    newTable->size = size;

    newTable->count = 0;

    newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

    for (int i = 0; i < size; i++) {

        newTable->table[i] = NULL;

    }

    return newTable;

}

int hashFunction(int key, int size) {

    return key % size;

}

void insert(HashTable\* hashTable, int key, int value);

void rehash(HashTable\* hashTable) {

    int oldSize = hashTable->size;

    Node\*\* oldTable = hashTable->table;

    int newSize = oldSize \* 2;

    hashTable->table = (Node\*\*)malloc(sizeof(Node\*) \* newSize);

    hashTable->size = newSize;

    hashTable->count = 0;

    for (int i = 0; i < newSize; i++) {

        hashTable->table[i] = NULL;

    }

    for (int i = 0; i < oldSize; i++) {

        Node\* current = oldTable[i];

        while (current != NULL) {

            insert(hashTable, current->key, current->value);

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(oldTable);

}

void insert(HashTable\* hashTable, int key, int value) {

    if ((float)hashTable->count / hashTable->size >= 0.75) {

        rehash(hashTable);

    }

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* newNode = createNode(key, value);

    newNode->next = hashTable->table[hashIndex];

    hashTable->table[hashIndex] = newNode;

    hashTable->count++;

}

int search(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    while (current != NULL) {

        if (current->key == key) {

            return current->value;

        }

        current = current->next;

    }

    return -1;

}

void delete(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    Node\* prev = NULL;

    while (current != NULL && current->key != key) {

        prev = current;

        current = current->next;

    }

    if (current == NULL) {

        return;

    }

    if (prev == NULL) {

        hashTable->table[hashIndex] = current->next;

    } else {

        prev->next = current->next;

    }

    free(current);

    hashTable->count--;

}

void freeTable(HashTable\* hashTable) {

    for (int i = 0; i < hashTable->size; i++) {

        Node\* current = hashTable->table[i];

        while (current != NULL) {

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(hashTable->table);

    free(hashTable);

}

int main() {

    HashTable\* hashTable = createTable(5);

    insert(hashTable, 1, 10);

    insert(hashTable, 2, 20);

    insert(hashTable, 3, 30);

    insert(hashTable, 4, 40);

    insert(hashTable, 5, 50);

    insert(hashTable, 6, 60);

    printf("Value for key 1: %d\n", search(hashTable, 1));

    printf("Value for key 2: %d\n", search(hashTable, 2));

    printf("Value for key 3: %d\n", search(hashTable, 3));

    printf("Value for key 4: %d\n", search(hashTable, 4));

    printf("Value for key 5: %d\n", search(hashTable, 5));

    printf("Value for key 6: %d\n", search(hashTable, 6));

    delete(hashTable, 3);

    printf("Value for key 3 after deletion: %d\n", search(hashTable, 3));

    freeTable(hashTable);

    return 0;

}

OUTPUT:

![](data:image/png;base64,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)
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